**LIST OF EXPERIMENTS**

1. Write a R program to take input from the user (name and age) and display the values. Also print the version of R installation.
2. Write a R program to get the details of the objects in memory.
3. Write a R program to create a sequence of numbers from 20 to 50 and find the mean of numbers from 20 to 60 and sum of numbers from 51 to 91.
4. Write a R program to create a simple bar plot of five subjects marks.
5. Write a R program to get the unique elements of a given string and unique numbers of vector.
6. Write a R program to create three vectors a,b,c with 3 integers. Combine the three vectors to become a 3×3 matrix where each column represents a vector. Print the content of the matrix.
7. Write a R program to create a 5 x 4 matrix , 3 x 3 matrix with labels and fill the matrix by rows and 3 × 3 matrix with labels and fill the matrix by columns.
8. Write a R program to combine three arrays so that the first row of the first array is followed by the first row of the second array and then first row of the third array.
9. Write a R program to create a two-dimensional 5x3 array of sequence of even integers greater than 50.
10. Write a R program to create an array using four given columns, three given rows, and two given tables and display the content of the array.
11. Write a R program to create an empty data frame.
12. Write a R program to create a data frame from four given vectors.
13. Write a R program to create a data frame using two given vectors and display the

duplicated elements and unique rows of the said data frame.

1. Write a R program to save the information of a data frame in a file and display the information of the file.
2. Write a R program to create a matrix from a list of given vectors.
3. Write a R program to concatenate two given matrices of same column but different rows.
4. Write a R program to find row and column index of maximum and minimum value in a given matrix.
5. Write a R program to append value to a given empty vector.
6. Write a R program to multiply two vectors of integers type and length 3.
7. Write a R program to find Sum, Mean and Product of a Vector, ignore element like NA or NaN.
8. Write a R program to list containing a vector, a matrix and a list and give names to the elements in the list.
9. Write a R program to create a list containing a vector, a matrix and a list and give names to the elements in the list. Access the first and second element of the list.
10. Write a R program to create a list containing a vector, a matrix and a list and remove the second element.
11. Write a R program to select second element of a given nested list.
12. Write a R program to merge two given lists into one list.
13. Write a R program to create a list named s containing sequence of 15 capital letters, starting from ‘E’.
14. Write a R program to assign new names "a", "b" and "c" to the elements of a given list.
15. Write a R program to find the levels of factor of a given vector.
16. Write a R program to create an ordered factor from data consisting of the names of months.
17. Write a R program to concatenate two given factor in a single factor.

**EXPERIMENT 1:**

**Write a R Program to take input from the User (name and age)and display the values .Also print the version of R installation.**

## Description:

R program to take input from the user and display that values. we can use the readline() function to take input from the user (terminal).

name = readline(prompt="Input your name: ")

Here the variable **name** will hold the data read from the user through the readline() function and the argument prompt will provide the request message to the user that will show in the terminal.

In this R program, we accept the user's values into **name** and **age** by providing an appropriate message to the user using prompt and print the string after concatenating with appropriate text.

**print the version of r installation**

print(R.version.string)

Here the built-in argument **R.version.string** will tell us which version of RStudio is running on our computer. It is given inside the print() function to display the currently running version of R.

**Algorithm:**

**STEP 1:** Take user input using **readline()** into variables **name**, **age** by prompting appropriate messages to the user

**STEP 2: Print** the user input along with other text with the help of  **Paste()**

**STEP 3:Print** the current version of R using **R.version.string**

**Source Code:**

name = readline(prompt="Input your name: ")

age = readline(prompt="Input your age: ")

print(paste("My name is",name, "and I am",age ,"years old."))

print(R.version.string)

**Output:**

Input your name: John

Input your age: 23

[1]”My name is John and Iam 23 years old.”

[1]”R version 4.1.2 (2021-11-01)”

**EXPERIMENT 2:**

**Write a R Program to get the details of the objects in memory.**

**Description:**

Here we are explaining how to write an R program to get the details of the objects in memory. Here we are using built-in functions **ls()**means list objects for this calculation. The **ls()** helps to return a vector of character strings with the names of the objects in the specified environment. If we called this function without arguments it will give the data sets and functions that a user has defined. And the **ls.str** is used for a long listing based on the **str**.

Below are the steps used in the R program to get the details of the objects in memory. In this R program, we directly give the values to variables **name,num1,num2, nums**. And print the function result. Here the variable **name** is assigned with a string **num1** with an integer value,**num2** with floating value, and **nums** with vector values.

**Algorithm:**

**STEP 1**: Assign variable **name,num1,num2, nums** with corresponding values

**STEP 2**: Call the built-in functions **ls()**for a listing of objects

**STEP 3**: First print given objects

**STEP 4**: Call the built-in functions **ls.str()** for string based long listing

**Source Code:**

name = "Python";

num1 = 8;

num2 = 1.5

nums = c(10, 20, 30, 40, 50, 60)

print(ls())

print("Details of the objects in memory:")

print(ls.str())

**Output:**

"num1" "num2" "name" "nums"

"Details of the objects in memory:"

n1 : num 8

n2 : num 1.5

name : chr "Python"

nums : num [1:6] 10 20 30 40 50 60

**EXPERIMENT 3:**

**Write a R program to create a sequence of numbers from 20 to 50 and find the mean of numbers from 20 to 60 and sum of numbers from 51 to 91.**

**Description:**

**seq()** function in [R Language](https://www.geeksforgeeks.org/introduction-to-r-programming-language/) is used to create a sequence of elements in a Vector. It takes the length and difference between values as optional argument.

**Syntax:**

seq(from, to, by, length.out)

**Parameters:**

**from:** Starting element of the sequence  
 **to:** Ending element of the sequence  
 **by:** Difference between the elements  
 **length.out:** Maximum length of the vector

**mean()** function in [R Language](https://www.geeksforgeeks.org/introduction-to-r-programming-language/) is used to calculate the arithmetic mean of the elements of the numeric vector passed to it as argument.

**Syntax:**

mean(x, na.rm)

**Parameters:**

**x:** Numeric Vector

**na.rm:** Boolean value to ignore NA value

**sum()** function in [R Programming Language](https://www.geeksforgeeks.org/introduction-to-r-programming-language/) return the addition of the values passed as arguments to the function.

**Syntax:**

 sum(…)

**Parameters:**

…: numeric or complex or logical vectors

**Algorithm:**

**STEP 1**: Print Sequence of numbers from 20 to 50.

**STEP 2**: Call the built-in functions **seq()**for printing sequence of numbers

**STEP 3**: Print Mean of numbers from 20 to 60.

**STEP 4**: Call the built-in functions **mean()** for calculating mean from start number to end number and print mean() of numbers.

**Step 5:** Print Sum of numbers from 51 to 91

**Step6:** Call the built-in functions **sum()** for calculating sum from start number to end number and print sum() of numbers.

**Source Code:**

print("Sequence of numbers from 20 to 50:")

print(seq(20,50))

print("Mean of numbers from 20 to 60:")

print(mean(20:60))

print("Sum of numbers from 51 to 91:")

print(sum(51:91))

**Output:**

"Sequence of numbers from 20 to 50:"

20 21 22 23 24 25 26 27 28 29 30 31 32 33 34 35 36 37 38 39 40 41 42 43 44

45 46 47 48 49 50

"Mean of numbers from 20 to 60:"

40

"Sum of numbers from 51 to 91:"

2911

**EXPERIMENT 4:**

**Write a R program to create a simple bar plot of five subjects marks.**

**Description:**

A bar chart represents data in rectangular bars with length of the bar proportional to the value of the variable. R uses the function **barplot()** to create bar charts. R can draw both vertical and Horizontal bars in the bar chart. In bar chart each of the bars can be given different colors.

### Syntax:

barplot(H,xlab,ylab,main, names.arg,col)

**parameters :**

**H** is a vector or matrix containing numeric values used in bar chart.

**xlab** is the label for x axis.

**ylab** is the label for y axis.

**main** is the title of the bar chart.

**names.arg** is a vector of names appearing under each bar.

**col** is used to give colors to the bars in the graph.

**Algorithm:**

**STEP 1**: Assign variable **marks** with corresponding values

**STEP 2**: Call the built-in functions **barplot()**for a list of values

**Source Code:**

marks = c(70, 95, 80, 74,72)

barplot(marks,main = "Comparing marks of 5 subjects",xlab = "Marks",

ylab = "Subject",names.arg = c("English", "Science", "Math.", "Hist.","Hindi"),

col = "darkred",horiz = FALSE)

**Output:**

![https://r3.trinket.io/r3-generated/bh0bpgb9/Rplot001.png](data:image/png;base64,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)

**EXPERIMENT 5:**

**Write a R program to get the unique elements of a given string and unique numbers of vector.**

**Description:**

**Unique()** function in R Programming Language it is used to return a vector, data frame, or array without any duplicate elements/rows.

**Syntax:** unique(x, incomparables, fromLast, nmax, …,MARGIN)

**Parameters:**

**x:** This parameter is a vector or a data frame or an array or NULL.

**incomparables:** This parameter is a vector of values that cannot be compared. If its value is FALSE, that means that all values can be compared, and maybe the only value accepted for methods other than the default. It will be coerced internally to the same type as x.

**fromLast:** This parameter indicates that if duplication should be considered from the last, i.e., the rightmost of identical elements will be kept. Its value is logical i.e., either true or false.

**nmax:** This parameter says the maximum number of unique items expected.

**…:** This is the arguments for particular methods.

**MARGIN:** This parameter says the array margin to be held fixed.

**Return value:** This function returns a vector, data frame, or array without any duplicate elements/rows.

**Algorithm:**

**STEP 1**: Assign variable **str1, nums** with corresponding values

**STEP 2**: Print the Original string.

**STEP 3:** Call the built-in functions **unique(tolower())**for a str1 and Print them.

**STEP 4**: Call the built-in functions **unique()**for a nums and Print them.

**Source Code:**

str1 = "The quick brown fox jumps over the lazy dog."

print("Original vector(string)")

print(str1)

print("Unique elements of the said vector:")

print(unique(tolower(str1)))

nums = c(1, 2, 2, 3, 4, 4, 5, 6)

print("Original vector(number)")

print(nums)

print("Unique elements of the said vector:")

print(unique(nums))

**Output:**

Original vector(string)"

"The quick brown fox jumps over the lazy dog."

"Unique elements of the said vector:"

"the quick brown fox jumps over the lazy dog."

"Original vector(number)"

1 2 2 3 4 4 5 6

"Unique elements of the said vector:"

1 2 3 4 5 6

**EXPERIMENT 6:**

**Write a R program to create three vectors a,b,c with 3 integers. Combine the three vectors to become a 3×3 matrix where each column represents a vector. Print the content of the matrix.**

**Description:**

In R programming language, vector is a basic object which consists of similar elements. The data type of vector can be integer, double, character, logical, complex or raw. A vector can be created by using **c() function**.

**Syntax:**

x <- c(val1, val2, .....)

Vectors in R are the same as the arrays in C language which are used to hold multiple data values of the same type. Vectors can also be used to create matrices.

Matrices can be created with the help of Vectors by using pre-defined functions in R Programming Language. These functions take vectors as arguments along with several other arguments for matrix dimensions, etc.

Functions used for Matrix creation:

1. **matrix()** function
2. **cbind()** function
3. **rbind()** function
4. **matrix() function**

The available data is present in a single/multiple vector, then **matrix()** function can be used to create the matrix by passing the following arguments in the function.

**Syntax:**

matrix(data, nrow, ncol, byrow, dimnames)

**where,**

**data** is the input vector which represents the elements in the matrix  
**nrow** specifies the number of rows to be created  
**ncol** specifies the number of columns to be created  
**byrow** specifies logical value. If TRUE, matrix will be filled by row. Default value is FALSE.  
**dimnames** specifies the names of rows and columns

1. **cbind() function**

**cbind()** function in R programming is used to combine vectors, data frames or matrices by columns and number of rows of data sets should be equal otherwise, output will be incomprehensible.  
**Syntax:**

cbind(v1, v2, v3, ....., deparse.level)

**where,**

**v1, v2, v3, ….** represent vectors, matrices or data frames  
**deparse.level** used for constructing labels for non-matrix like arguments. 0 for no labels. Default value is 1 or 2 for labelling from the arguments names.

1. **rbind() function**

**rbind()** function in R programming is used to combine vectors, data frames or matrices by rows and number of columns of data sets should be equal otherwise, output will be insignificant.  
**Syntax:**

rbind(v1, v2, v3, ....., deparse.level)

**where,**

**v1, v2, v3, ….** represent vectors, matrices or data frames  
**deparse.level** used for constructing labels for non-matrix like arguments. 0 for no labels. Default value is 1 or 2 for labelling from the arguments names.

**Algorithm:**

**STEP 1**: Assign variable **a,b,c** with corresponding values

**STEP 2**: Call the built-in functions **cbind()**for a combining of objects and Assign to m variable.

**STEP 3**: print m values.

**Source Code:**

a<-c(1,2,3)

b<-c(4,5,6)

c<-c(7,8,9)

m<-cbind(a,b,c)

print("Content of the said matrix:")

print(m)

**Output:**

"Content of the said matrix:"

a b c

1 4 7

2 5 8

3 6 9

**EXPERIMENT 7:**

**Write a R program to create a 5 x 4 matrix , 3 x 3 matrix with labels and fill the matrix by rows and 3 × 3 matrix with labels and fill the matrix by columns.**

**Description:**

**matrix() function**

The available data is present in a single/multiple vector, then matrix() function can be used to create the matrix by passing the following arguments in the function.

**Syntax:**

**matrix(data, nrow, ncol, byrow, dimnames)**

**where,**

**data**is the input vector which represents the elements in the matrix **nrow**specifies the number of rows to be created **ncol**specifies the number of columns to be created **byrow**specifies logical value. If TRUE, matrix will be filled by row. Default value is FALSE**.  
dimnames**specifies the names of rows and columns

**Algorithm:**

**STEP 1**: Assign variable **m1 with matrix values.**

**STEP 2**: Create **m1** matrix of 20 elements with 5 rows.

**STEP 3**: Print **m1** matrix

**STEP 4**: **Assign variables cells, rnames, cnames** with corresponding values

**STEP 5**: Create **m2** matrix of 9 elements with 3 rows filled by row ordering.

**STEP 6: Print m2 matrix.**

**STEP 7:** Create **m3** matrix of 9 elements with 3 rows filled by column ordering.

**STEP 5: Print m3 matrix.**

**Source Code:**

m1 = matrix(1:20, nrow=5, ncol=4)

print("5 × 4 matrix:")

print(m1)

cells = c(1,3,5,7,8,9,11,12,14)

rnames = c("Row1", "Row2", "Row3")

cnames = c("Col1", "Col2", "Col3")

m2 = matrix(cells, nrow=3, ncol=3, byrow=TRUE, dimnames=list(rnames, cnames))

print("3 × 3 matrix with labels, filled by rows: ")

print(m2)

print("3 × 3 matrix with labels, filled by columns: ")

m3 = matrix(cells, nrow=3, ncol=3, byrow=FALSE, dimnames=list(rnames, cnames))

print(m3)

**Output:**

"5 × 4 matrix:"

[,1] [,2] [,3] [,4]

[1,] 1 6 11 16

[2,] 2 7 12 17

[3,] 3 8 13 18

[4,] 4 9 14 19

[5,] 5 10 15 20

[1] "3 × 3 matrix with labels, filled by rows: "

Col1 Col2 Col3

Row1 1 3 5

Row2 7 8 9

Row3 11 12 14

[1] "3 × 3 matrix with labels, filled by columns: "

Col1 Col2 Col3

Row1 1 7 11

Row2 3 8 12

Row3 5 9 14

**EXPERIMENT 8:**

**Write a R program to combine three arrays so that the first row of the first array is Followed by the first row of the second array and then first row of the third array.**

**Description:**

The arrays vectors can be created in R using the **rbind()** operation, by binding the rows together. The row binding operation in R creates a matrix that contains the number of rows specified. Similarly, n number of arrays can be created. The **cbind()** operation is then applied which takes as arguments the array vectors. It creates a combined matrix where the merging takes place using columns.

**cbind**(arr1, arr2, arr3..)

rep() is a very useful function for creating a vector by repeating a given number vector with the specified number of times.

**rep(v1,n1)**

Here, **v1 is repeated n1 times.**

The t() method is then applied over the result to create a transpose of the obtained output. The rows and columns are then reversed to produce a transpose matrix. The matrix operation is then applied over the output, where

**Syntax:**matrix ( data, ncol, byrow)

**Arguments :**

* data – The data to convert into a matrix
* ncol – The number of columns to produce in the result matrix
* byrow – logical. If FALSE (the default) the matrix is filled by columns, otherwise the matrix is filled by rows.

**Algorithm:**

**STEP 1**: Create **num1, num2,num3 matrices.**

**STEP 2**: **rbind() and rep() used to assign values to num1, num2,num3.**

**STEP 3**: Print **num1, num2,num3** matrices

**STEP 4**: **Assign variables cells, rnames, cnames** with corresponding values

**STEP 5**: Create **a** matrix by calling like **matrix(t(cbind(num1,num2,num3)),ncol=3, byrow=T)**.

**STEP 6: Print** Combine three arrays, taking one row from each one by one

**STEP 7: Print a matrix.**

**Source Code:**

num1 = rbind(rep("A",3), rep("B",3), rep("C",3))

print("num1")

print(num1)

num2 = rbind(rep("P",3), rep("Q",3), rep("R",3))

print("num2")

print(num2)

num3 = rbind(rep("X",3), rep("Y",3), rep("Z",3))

print("num3")

print(num3)

a = matrix(t(cbind(num1,num2,num3)),ncol=3, byrow=T)

print("Combine three arrays, taking one row from each one by one:")

print(a)

**Output:**

[1] "num1"

[,1] [,2] [,3]

[1,] "A" "A" "A"

[2,] "B" "B" "B"

[3,] "C" "C" "C"

[1] "num2"

[,1] [,2] [,3]

[1,] "P" "P" "P"

[2,] "Q" "Q" "Q"

[3,] "R" "R" "R"

[1] "num3"

[,1] [,2] [,3]

[1,] "X" "X" "X"

[2,] "Y" "Y" "Y"

[3,] "Z" "Z" "Z"

[1] "Combine three arrays, taking one row from each one by one:"

[,1] [,2] [,3]

[1,] "A" "A" "A"

[2,] "P" "P" "P"

[3,] "X" "X" "X"

[4,] "B" "B" "B"

[5,] "Q" "Q" "Q"

[6,] "Y" "Y" "Y"

[7,] "C" "C" "C"

[8,] "R" "R" "R"

[9,] "Z" "Z" "Z"

**EXPERIMENT 9:**

**Write a R program to create a two-dimensional 5x3 array of sequence of even integers Greater than 50.**

**Description:**

Here we are using a built-in function **array()** for this. This function helps to create the array.

**array**(data = NA, dim = length(data), dimnames = NULL)

Where **data**is a vector giving data to fill the array. The **dim** is the dim attribute for the array to be created and **dimnames** are either NULL or the names for the dimensions.

R program to create a two-dimensional 5×3 array of a sequence of even integers. In this R program, we directly give the values to an array. Here we are using variable **Arr**for holding the list elements**.**Here we are displaying a 5x3 array of integers greater than 50 in length 15(means number of elements in the array is 15) and the difference between the elements is 2 . Finally, print the array.

**Source Code:**

a <- array(seq(from = 50, length.out = 15, by = 2), c(5, 3))

print("Content of the array:")

print("5×3 array of sequence of even integers greater than 50:")

print(a)

**Algorithm:**

**STEP 1**: Assign array elements into the variable **Arr**

**STEP 2**: The sequence of elements are created by using **seq()**

**STEP 3**:limit the count to 15 as **length.out** = 15 and the numbers should be even,

difference between the numbers is 2 as **by=2**

**STEP 4**: Print the 5x3 array

**Output:**

[1] "Content of the array:"

[1] "5×3 array of sequence of even integers greater than 50:"

[,1] [,2] [,3]

[1,] 50 60 70

[2,] 52 62 72

[3,] 54 64 74

[4,] 56 66 76

[5,] 58 68 78

**EXPERIMENT 10:**

**Write a R program to create an array using four given columns, three given rows, and two given tables and display the content of the array.**

**Description:**

To create an array using given columns, rows, and tables in R Programming Language. The array is created using the **array()** function.

**Syntax:**Array(vector.., dim=c(row, columns, tables))

**Parameter:**

**x:** vector

**dim:** values used to create array

**Algorithm:**

**STEP 1**: Assign array elements into the variable **A**

**STEP 2**: The array is created by using **array(1:30, dim=c(3,5,2))**

**STEP 3**: Print the array

**Source Code:**

array1 = array(1:30, dim=c(3,4,2))

print(array1)

**Output:**

, , 1

[,1] [,2] [,3] [,4]

[1,] 1 4 7 10

[2,] 2 5 8 11

[3,] 3 6 9 12

, , 2

[,1] [,2] [,3] [,4]

[1,] 13 16 19 22

[2,] 14 17 20 23

[3,] 15 18 21 24

**EXPERIMENT 11:**

**Write a R program to create an empty data frame.**

**Description:**

**A data frame is used for storing data tables which has a list of vectors with equal length**. It is a matrix-like structure with different types of values or we can say that it is a table of data. It consists of vectors of the same length as columns in a table.

There are two basic ways to create an empty data frame in R

### **Method 1: Matrix with Column Names**

The first way to create an empty data frame is by using the following steps:

* Define a matrix with 0 rows and however many columns you’d like.
* Then use the **data.frame()** function to convert it to a data frame and the **colnames()**  function to give it column names.
* Then use the **str()**function to analyze the structure of the resulting data frame.

For example:

**#create data frame with 0 rows and 5 columns**

**df <- data.frame(matrix(ncol = 5, nrow = 0))**

**#provide column names**

**colnames(df) <- c('var1', 'var2', 'var3', 'var4', 'var5')**

**#view structure of the data frame**

**str(df)**

**'data.frame': 0 obs. of 5 variables:**

**$ var1: logi**

**$ var2: logi**

**$ var3: logi**

**$ var4: logi**

**$ var5: logi**

We can see that the resulting data frame has 0 observations (i.e. rows), 5 variables (i.e. columns), and each of the variables are of the class logical.

Although each variable is of the class logical, you can still add rows to the variables that are of different types.

### **Method 2: Initialize Empty Vectors**

The second way to create an empty data frame is by using the following steps:

* Define a data frame as a set of empty vectors with specific class types.
* Specify **stringsAsFactors=False** so that any character vectors are treated as strings, not factors.

For example:

**#create data frame with 5 empty vectors**

**df2 <- data.frame(Doubles=double(),**

**Integers=integer(),**

**Factors=factor(),**

**Logicals=logical(),**

**Characters=character(),**

**stringsAsFactors=FALSE)**

**#view structure of the data frame**

**str(df2)**

**'data.frame': 0 obs. of 5 variables:**

**$ Doubles : num**

**$ Integers : int**

**$ Factors : Factor w/ 0 levels:**

**$ Logicals : logi**

**$ Characters: chr**

We can see that the resulting data frame has 0 observations (i.e. rows),  5 variables (i.e. columns), and each of the variables are five different classes. Note that we were also able to provide column names for the data frame in just one step (e.g. the first column name is “Doubles”, the second column name is “Integers” and so on.

**Algorithm:**

**STEP 1**: Consider variable**df**as a data frame.

**STEP 2**: Call **data.frame()** with different data types

**STEP 3**: Assign **df** with function result

**STEP 4**: print the result of the function

**Source Code:**

df = data.frame(Ints=integer(),

Doubles=double(),

Characters=character(),

Logicals=logical(),

Factors=factor(),

stringsAsFactors=FALSE)

print("Structure of the empty dataframe:")

print(str(df))

**Output:**

[1] "Structure of the empty dataframe:"

'data.frame': 0 obs. of 5 variables:

$ Ints : int

$ Doubles : num

$ Characters: chr

$ Logicals : logi

$ Factors : Factor w/ 0 levels:

NULL

**EXPERIMENT 12:**

**Write a R program to create a data frame from four given vectors.**

**Description:**

**A data frame is used for storing data tables which has a list of vectors with equal length**. It is a matrix-like structure with different types of values or we can say that it is a table of data. It consists of vectors of the same length as columns in a table.

Here we are explaining how to write an R program to create a data frame from four given vectors. We can use a built-in function **data.frame()** for creating a data frame in R. The function **data.frame()** creates data frames that have tightly coupled collections of variables.

data.frame(...,row.names=NULL,check.rows=FALSE,check.names=TRUE,fix.empty.names=TRUE,stringsAsFactors=default.stringsAsFactors())

Where **dots(...)** indicates the arguments are of either the form value or tag = value and **row.names** is a NULL or a single integer or character string.

**Algorithm:**

**STEP 1**: Assign variables name, score, attempts, qualify with vector values

**STEP 2**: First **print**original vector values

**STEP 3:** Call the in-built function **data.frame**(name, score, attempts, qualify) and assign the result of the function to variable **df**

**STEP 4**: print the data frame **df**

**Source Code:**

name = c('Anastasia', 'Dima', 'Katherine', 'James', 'Emily', 'Michael', 'Matthew', 'Laura', 'Kevin', 'Jonas')

score = c(12.5, 9, 16.5, 12, 9, 20, 14.5, 13.5, 8, 19)

attempts = c(1, 3, 2, 3, 2, 3, 1, 1, 2, 1)

qualify = c('yes', 'no', 'yes', 'no', 'no', 'yes', 'yes', 'no', 'no', 'yes')

print("Original data frame:")

print(name)

print(score)

print(attempts)

print(qualify)

df = data.frame(name, score, attempts, qualify)

print(df)

**Output:**

[1] "Original data frame:"

[1] "Anastasia" "Dima" "Katherine" "James" "Emily" "Michael"

[7] "Matthew" "Laura" "Kevin" "Jonas"

[1] 12.5 9.0 16.5 12.0 9.0 20.0 14.5 13.5 8.0 19.0

[1] 1 3 2 3 2 3 1 1 2 1

[1] "yes" "no" "yes" "no" "no" "yes" "yes" "no" "no" "yes"

name score attempts qualify

1 Anastasia 12.5 1 yes

2 Dima 9.0 3 no

3 Katherine 16.5 2 yes

4 James 12.0 3 no

5 Emily 9.0 2 no

6 Michael 20.0 3 yes

7 Matthew 14.5 1 yes

8 Laura 13.5 1 no

9 Kevin 8.0 2 no

10 Jonas 19.0 1 yes

**EXPERIMENT 13:**

**Write a R program to create a data frame using two given vectors and display the**

**duplicated elements and unique rows of the said data frame.**

**Description:**

R program to create a data frame using two given vectors and display the duplicated elements and unique rows. Here we are using a built-in function **data.frame()** for this. A data frame is used for storing data tables which has a list of vectors with equal length. The data frames are created by function data.frame(), which has tightly coupled collections of variables.

**Syntax**:

data.frame(…, row.names = NULL, check.rows = FALSE,check.names = TRUE, fix.empty.names = TRUE,stringsAsFactors = default.stringsAsFactors())

Where **dots(...)** indicates the arguments are of either the form value or tag = value and **row. name** is a NULL or a single integer or character string.

R program to create a data frame using two given vectors and display the duplicated elements and unique rows. In this R program, we directly give the data frame to a built-in function. Here we are using variables**v1,v2**for holding different types of vectors, and **V** for holding created data frame**.**Call the function data.frame() for creating**dataframe**. For getting duplicate elements call the method like **duplicated(v1v2)**and for getting unique elements call it like **unique(v1v2).**

**Algorithm:**

**STEP 1**: Assign variables **v1,v2**with vector values and **V** for data frame

**STEP 2**: First print original vector values

**STEP 3**: Create a data frame from given vectors as **data.frame(v1,v2)**

**STEP 4**: Print the duplicate elements by calling **duplicated(v1v2)**

**STEP 5**: Print the unique elements by calling **unique(v1v2)**

**Source Code:**

v1 = c(10,20,10,10,40,50,20,30)

v2 = c(10,30,10,20,0,50,30,30)

print("Original data frame:")

v1v2= data.frame(v1,v2)

print(v1v2)

print("Duplicate elements of the said data frame:")

print(duplicated(v1v2))

print("Unique rows of the said data frame:")

print(unique(v1v2))

**Output:**

[1] "Original data frame:"

v1 v2

1 10 10

2 20 30

3 10 10

4 10 20

5 40 0

6 50 50

7 20 30

8 30 30

[1] "Duplicate elements of the data frame:"

[1] FALSE FALSE TRUE FALSE FALSE FALSE TRUE FALSE

[1] "Unique rows of the data frame:"

v1 v2

1 10 10

2 20 30

4 10 20

5 40 0

6 50 50

8 30 30

**EXPERIMENT 14:**

**Write a R program to save the information of a data frame in a file and display the**

**Information of the file.**

**Description:**

To save the information of a data frame in a RDATA file and display the information of the file using R Programming language. To save the information of a data frame in a file and display the information of the file in R language is as follows:

1. Using the save function to save the file in.RData format.
2. Using the load() function to load that saved.RData file
3. Using file.info() function to get the information of a particular file.

**Step 1: Using the save() function to save the file in.RData format**

In this step user need to call the save(), function with the name of the new file and with its format passed as its parameter, This function will simply save the file as per the user-specified parameter in the working directory.

**save() function:**This function writes an external representation of R objects to the specified file.

**Syntax:**save(…, list = character(), file = stop(“‘file’ must be specified”),ascii = FALSE, version = NULL, envir = parent.frame(), compress = isTRUE(!ascii), compression\_level, eval.promises = TRUE, precheck = TRUE)

**Example:**

In this example, we will be simply saving a data frame in new.RData file in the working directory.

|  |
| --- |
| **gfg\_data = data.frame(A = c(7,6,2,8,1),**  **B = c(4,2,9,7,3),**  **C = c(1,7,2,6,8))**    **print("Dataframe:->")**  **print(gfg\_data)**  **save(gfg\_data, file = "gfg.RData")** |
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**Step 2: Using the load() function to load that saved.RData file**

In this step user just need to call the load() function with the name of the file saved in step-1 as its parameter, further this will help to load the save file in the console so that the user can manage the operation on this file.

**Load() function:**This function is used to reload datasets written with the function save.

**Syntax:**load(file, envir = parent.frame(), verbose = FALSE)

**Parameters:**

**File:-**a character string giving the name of the file to load.

**envir:-**the environment where the data should be loaded.

**Verbose:-**should item name be printed during loading?

**Example:**

Under this example, we will be loading the .RData file using load() function which was saved in the previous example.

|  |
| --- |
| **gfg\_data= data.frame(A=c(7,6,2,8,1),**  **B=c(4,2,9,7,3),**  **C=c(1,7,2,6,8))**    **print("Dataframe:->")**  **print(gfg\_data)**    **save(gfg\_data,file="gfg.RData")**  **load("gfg.RData")** |

**Step3: Using file.info() function to get the information of a particular file.**

This is the final step to save the information of a data frame in a file and displays its information, Here the step1 and step2 is used to save the information of the given data-frame in a particular file and this step3 will be used to displaying the information of the file where the given data-frame is been saved and for this, we will be using the **file.info()** function with the name of the previously loaded file in the console to display the information of the file saved.

**file.info() function:**This is a utility function used to extract information about files on the user’s file systems.

**Syntax:**file.info(…, extra\_cols = TRUE)

**Parameter:**

**…:-**character vectors containing file paths

**extra\_cols:-**Logical: return all cols rather than just the first six.

***Returns:****save*

The complete information of the file including – size, mode, ctime, exe, time, atime, and isdir.

**Example:**

Using the **file.info()** function in R language we will be displaying the completed information of the file save and loaded in the previous examples.

**Output:**
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**Algorithm:**

**STEP 1**: Assign variables name, score, attempts, qualify with vector values

**STEP 2**: First **print**original vector values

**STEP 3:** Call the in-built function **data.frame**(name, score, attempts, qualify) and assign the result of the function to variable **exam\_data**

**STEP 4**: print the data frame **exam\_data**

**STEP 5: Save the exam\_data dataframe into data.rda**

**STEP 6:Load the saved data.rda file**

**STEP 7:Get the information of data.rda file.**

**Source Code:**

exam\_data = data.frame(

name = c('Anastasia', 'Dima', 'Katherine', 'James', 'Emily', 'Michael', 'Matthew', 'Laura', 'Kevin', 'Jonas'),

score = c(12.5, 9, 16.5, 12, 9, 20, 14.5, 13.5, 8, 19),

attempts = c(1, 3, 2, 3, 2, 3, 1, 1, 2, 1),

qualify = c('yes', 'no', 'yes', 'no', 'no', 'yes', 'yes', 'no', 'no', 'yes')

)

print("Original dataframe:")

print(exam\_data)

save(exam\_data,file="data.rda")

load("data.rda")

file.info("data.rda")

**Output:**

[1] "Original dataframe:"

name score attempts qualify

1 Anastasia 12.5 1 yes

2 Dima 9.0 3 no

3 Katherine 16.5 2 yes

4 James 12.0 3 no

5 Emily 9.0 2 no

6 Michael 20.0 3 yes

7 Matthew 14.5 1 yes

8 Laura 13.5 1 no

9 Kevin 8.0 2 no

10 Jonas 19.0 1 yes

size isdir mode mtime ctime

data.rda 344 FALSE 644 2018-10-25 12:06:09 2018-10-25 12:06:09

atime uid gid uname grname

data.rda 2018-10-25 12:06:09 1000 1000 trinket trinket

**EXPERIMENT 15:**

**Write a R program to create a matrix from a list of given vectors.**

**Description:**

**For** Loop in R.It is a type of control statement that enables one to easily construct a loop that has to run statements or a set of statements multiple times. For loop is commonly used to iterate over items of a sequence. It is an entry controlled loop, in this loop the test condition is tested first, then the body of the loop is executed, the loop body would not be executed if the test condition is false.

**R – For loop Syntax:**

for (value in sequence)

{

statement

}

**For Loop Flow Diagram:**
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Below are some programs to illustrate the use of **for** loop in R programming.

|  |
| --- |
| **Example :**Program to display numbers from 1 to 5 using for loop in R.  # R program to demonstrate the use of for loop    # using for loop  for (val in 1: 5)  {      # statement      print(val)  } |

**Output:**

[1] 1

[1] 2

[1] 3

[1] 4

[1] 5

Here, for loop is iterated over a sequence having numbers from 1 to 5. In each iteration, each item of the sequence is displayed.

**do.call** constructs and executes a function call from a name or a function and a list of arguments to be passed to it.

**Syntax:**do.call(what, args, quote = FALSE, envir = parent.frame())

**Parameters:**

**what:**Either a function or a non-empty character string naming the function to be called.

**args:** A list of arguments to the function call. The names attribute of args gives the argument names.

**quote:** A logical value indicating whether to quote the arguments.

**envir:** An environment within which to evaluate the call. This will be most useful if what is a character string and the arguments are symbols or quoted expressions.

If quote is FALSE, the default, then the arguments are evaluated (in the calling environment, not in envir). If quote is TRUE then each argument is quoted (see quote) so that the effect of argument evaluation is to remove the quotes -- leaving the original arguments unevaluated when the call is constructed.

The behavior of some functions, such as substitute, will not be the same for functions evaluated using do.call as if they were evaluated from the interpreter. The precise semantics are currently undefined and subject to change.

**Algorithm:**

**STEP1:**Create a 5 lists by using for loop

**STEP2:**Convert these lists into vectors

**STEP3:**Print list of vectors

**STEP4:**Combine those vectors to convert into matrix by calling **do.call(rbind, l)**

**STEP5:** Print **result** matrix

**Source Code:**

l = list()

for (i in 1:5) l[[i]] <- c(i, 1:4)

print("List of vectors:")

print(l)

result = do.call(rbind, l)

print("New Matrix:")

print(result)

**Output:**

"List of vectors:"

1 1 2 3 4

2 1 2 3 4

3 1 2 3 4

4 1 2 3 4

5 1 2 3 4

"New Matrix:"

[,1] [,2] [,3] [,4] [,5]

[1,] 1 1 2 3 4

[2,] 2 1 2 3 4

[3,] 3 1 2 3 4

[4,] 4 1 2 3 4

[5,] 5 1 2 3 4

**EXPERIMENT 16:**

**Write a R program to concatenate two given matrixes of same column but different rows.**

**Description:**

Combining matrices involves the concatenation of two or more smaller matrices, either row or column wise to form a larger matrix. It is basically a data manipulation operation where the involved matrices must be of compatible sizes to execute the operation. Matrices can be combined either horizontally or vertically.

There are two ways of combining matrices in R:

* Column-wise combination
* Row-wise Combination

#### Column-Wise Combination

Column bind, **cbind()** function in R, is used to merge two data frames or matrices A m\*n and Bm\*p (n may or may not be equal to p) together by their columns. The matrices involved should have the same number of rows.
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**Properties:**

* The number of columns of the resultant matrix is the sum of the columns of the two matrices.
* **Non-Commutative:** The columns are merged in the order in which the parameters are specified in the function. Therefore, cbind(a, b) != cbind(b, a)
* **Associative:** cbind(cbind(a, b), c) = cbind(a, cbind(b, c))

#### Row-Wise Combination

Row bind, **rbind()** function in R, is used to merge two data frames or matrices A m\*p and B n\*p (m may or may not be equal to n), together by their rows. The matrices involved should have the same number of columns.
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**Properties:**

* The number of rows of the resultant matrix is the sum of the rows of the two matrices.
* **Non-Commutative:** The rows are merged in the order in which the parameters are specified in the function. Therefore, rbind(a, b) != rbind(b, a)
* **Associative:** rbind(rbind(a, b), c) = rbind(a, rbind(b, c))

**Algorithm:**

**STEP 1:** Create a x,y matrices by calling matrix().

**STEP 2:** Print x,y matrices

**STEP3 :** Combining dimensions of matrix with rbind().

**STEP 4:** Print result of dimensions of matrix

**STEP5:** Combine x,y matrices and print resultant matrix.

**Source Code:**

x = matrix(1:12, ncol=3)

y = matrix(13:24, ncol=3)

print("Matrix-1")

print(x)

print("Matrix-2")

print(y)

print("After concatenating dimensions of matrix:")

result = dim(rbind(x,y))

print(result)

print("After concatenating two given matrices:")

print(rbind(x,y))

**Output:**

[1] "Matrix-1"

[,1] [,2] [,3]

[1,] 1 5 9

[2,] 2 6 10

[3,] 3 7 11

[4,] 4 8 12

[1] "Matrix-2"

[,1] [,2] [,3]

[1,] 13 17 21

[2,] 14 18 22

[3,] 15 19 23

[4,] 16 20 24

[1] "After concatenating dimensions of matrix:"

[1] 8 3

[1] "After concatenating two given matrices:"

[,1] [,2] [,3]

[1,] 1 5 9

[2,] 2 6 10

[3,] 3 7 11

[4,] 4 8 12

[5,] 13 17 21

[6,] 14 18 22

[7,] 15 19 23

[8,] 16 20 24

**EXPERIMENT 17:**

**Write a R program to find row and column index of maximum and minimum value in a given matrix.**

**Description:**

**max() function** which is used to find the maximum element present in an object. This object can be a Vector, a list, a matrix, a data frame, etc.

 “**which()”** function is used to get the index or position of the value which satisfies the given condition. Then we have printed the maximum value along with its row and column index.

**Syntax**: which(m == max(m), arr.ind=TRUE)

**min() function** which is used to find the minimum element present in an object. This object can be a Vector, a list, a matrix, a data frame, etc.

**“which()”** function is used to get the index or position of the value which satisfies the given condition. Then we have printed the minimum value along with its row and column index.

**Syntax**: which(m == min(m), arr.ind=TRUE)

**Algorithm**:

**STEP 1:** Assign variable**m**with matrix values

**STEP 2:** First print original matrix values

**STEP 3:** Assign variable **result** with dimensions of matrix max value by calling **which(m == max(m), arr.ind=TRUE)**

**STEP 4:** Print the maximum value from the matrix

**STEP 5:** Assign variable **result** with dimensions of matrix min value by calling **which(m == min(m), arr.ind=TRUE)**

**STEP 6:** Print the minimum value from the matrix

**Source Code:**

m = matrix(c(1:16), nrow = 4, byrow = TRUE)

print("Original Matrix:")

print(m)

result = which(m == max(m), arr.ind=TRUE)

print("Row and column of maximum value of the said matrix:")

print(result)

print(paste("maximum value is",m[result]))

result = which(m == min(m), arr.ind=TRUE)

print("Row and column of minimum value of the said matrix:")

print(result)

print(paste("minimum value is",m[result]))

**Output:**

[1] "Original Matrix:"

[,1] [,2] [,3] [,4]

[1,] 1 2 3 4

[2,] 5 6 7 8

[3,] 9 10 11 12

[4,] 13 14 15 16

[1] "Row and column of maximum value of the said matrix:"

row col

[1,] 4 4

[1] "maximum value is 16"

[1] "Row and column of minimum value of the said matrix:"

row col

[1,] 1 1

[1] "minimum value is 1"

**EXPERIMENT 18:**

**Write a R program to append value to a given empty vector.**

**Description:**

An R program to append values to a given empty vector. Using for loop each of the given values are appended to the vector. The assigning of values can be done as like **vector[i] <- values[i]**.

  The iteration starts from 1 to the length of given vector values. And the value are assigned like **V[i] <- Val[i]**. Here we are using **V** as empty vector and variable **Val** as vector values.

**Algorithm:**

**STEP 1**: Consider empty vector as variable **V**

**STEP 2**: Consider vector values as variable **Val**

**STEP 3**: Iterate through for loop from **1**to**length(Val)**

**STEP 4**: Assign values to empty vector as **V[i] <- Val[i]**

**STEP 4**: Print the vector **V** as result

**Source Code:**

vector = c()

values = c(0,1,2,3,4,5,6,7,8,9)

for (i in 1:length(values))

vector[i] <- values[i]

print(vector)

**Output:**

0 1 2 3 4 5 6 7 8 9

**EXPERIMENT 19:**

**Write a R program to multiply two vectors of integers type and length 3.**

**Description:**

We can give two vector values to calculate the multiplication. For the calculation of vector product here we use the product(\*) operator.

In this R program, we accept the vector values into variables **x** and **y**. The result value of vectors is assigned variable **z**. Finally the variable **z** is printed as output vector.

**Algorithm:**

**STEP 1**: take the two vector values into the variables **x,y**

**STEP 2**: Consider **z** as the result vector

**STEP 3**: Calculate the vector product using the **\***operator

**STEP 4**: First print the original vectors

**STEP 5**: Assign the result of product value to vector **z** as **z=x\*y**

**STEP 6**: print the vector **z** as result vector

**Source Code:**

x = c(10, 20, 30)

y = c(20, 10, 40)

print("Original Vectors:")

print(x)

print(y)

print("Product of two Vectors:")

z = x \* y

print(z)

**Output:**

"Original Vectors:"

10 20 30

20 10 40

Product of two Vectors:"

200 200 1200

**EXPERIMENT 20:**

**Write a R program to find Sum, Mean and Product of a Vector, ignore element like NA or NaN**

**Description:**

An R program to find the Sum, Mean, and Product of a Vector, ignoring elements like NA or NaN. Here we are using built-in functions **sum, mean, prod** for this calculation. The numbers are passed to these functions directly here. The function **sum()** returns the sum of all the values present in its arguments. The sum of the values divided with the number of values in a data series is calculated using the **mean()**function. Finally, the **prod()** is for finding the product of given arguments.

**sum(…, na.rm = FALSE)**

**mean(x, …)**

**prod(…, na.rm = FALSE)**

In the above function argument structure by making **na.rm = TRUE** we can avoid the elements like **NA, NAN**.

Consider variable **x**for assigning vector value. And call each function by giving x as an argument. Make sure na.rm should be true as like **na.rm = TRUE**. Finally, print the function result.

**Algorithm:**

**STEP 1**: Use the built-in functions

**STEP 2**: call sum() with vector and na.rm = TRUE as argument

**STEP 3**: call mean() with vector and na.rm = TRUE as argument

**STEP 4**: call prod() with vector and na.rm = TRUE as argument

**STEP 5**: print the result of each function

**Source Code:**

x = c(10, NULL, 20, 30, NA)

print("Sum:")

#ignore NA and NaN values

print(sum(x, na.rm=TRUE))

print("Mean:")

print(mean(x, na.rm=TRUE))

print("Product:")

print(prod(x, na.rm=TRUE))

**Output:**

"Sum:"

60

"Mean:"

20

"Product:"

6000

**EXPERIMENT 21:**

**Write a R program to list containing a vector, a matrix and a list and give names to the elements in the list**.

**Description:**

An R program to create a list of elements using vectors, matrices, and functions. Here we are using a built-in function **list()** for this. This function helps to create a list.

**Syntax :** list(…)

Where **....(dots)**are the objects, possibly named.

In this R program, we directly give the values to a built-in function **list()**. Here we are using variables **L**for holding the list elements**.**Call the function **list()**with different types of elements. Here **month.abb** isthe three-letter abbreviations for the English month names. And **asin** helps to find the sine inverse of the given value. The returned angle is in the range -pi/2 through pi/2.Finally, print the list content.

**Algorithm:**

**STEP 1**: Assign variables **L** with a lists

**STEP 2**: include list of vectors

**STEP 3** include list of months as **month.abb**

**STEP 4**: include list of matrix as **matrix(c(3, -8, 1, -3), nrow = 2)**

**STEP 4**: include sine inverse of value as **asin**

**STEP 4**: Finally print the list contents

**Source Code:**

L = list(

c(1, 2, 3, 4, 5, 6),

month.abb,

matrix(c(3, -8, 1, -3), nrow = 2),

asin

)

print("Content of the list:")

print(L)

**Output:**

[1] "Content of the list:"

[[1]]

[1] 1 2 3 4 5 6

[[2]]

[1] "Jan" "Feb" "Mar" "Apr" "May" "Jun" "Jul" "Aug" "Sep" "Oct" "Nov" "Dec"

[[3]]

[,1] [,2]

[1,] 3 1

[2,] -8 -3

[[4]]

function (x) .Primitive("asin")

**EXPERIMENT 22:**

**Write a R program to create a list containing a vector, a matrix and a list and give names to the elements in the list. Access the first and second element of the list**.

**Description:**

After we built our list, we can access it quite easily. We need to use the [index] to select an element in a list. The value inside the double square bracket represents the position of the item in a list we want to extract. For instance, we pass 2 inside the parenthesis, R returns the second element listed.

**Algorithm:**

**STEP 1:** Assign variables **list\_data**  with a lists

**STEP 2:** include list of vector as **c**

**STEP 3:** include list of matrix

**STEP 4:** include list of vector as list

**STEP 5:**Print **list\_data**

**STEP 6:**Assign and print column names to the list

**STEP 7:**Print 1&2 lists of **list\_data**

**Source Code:**

list\_data <- list(c("Red","Green","Black"), matrix(c(1,3,5,7,9,11), nrow = 2),

list("Python", "PHP", "Java"))

print("List:")

print(list\_data)

names(list\_data) = c("Color", "Odd numbers", "Language(s)")

print("List with column names:")

print(list\_data)

print('1st element:')

print(list\_data[1])

print('2nd element:')

print(list\_data[2])

**Output:**

list\_data <- list(c("Red","Green","Black"), matrix(c(1,3,5,7,9,11), nrow = 2),

+ list("Python", "PHP", "Java"))

> print("List:")

[1] "List:"

> print(list\_data)

[[1]]

[1] "Red" "Green" "Black"

[[2]]

[,1] [,2] [,3]

[1,] 1 5 9

[2,] 3 7 11

[[3]]

[[3]][[1]]

[1] "Python"

[[3]][[2]]

[1] "PHP"

[[3]][[3]]

[1] "Java"

> names(list\_data) = c("Color", "Odd numbers", "Language(s)")

> print("List with column names:")

[1] "List with column names:"

> print(list\_data)

$Color

[1] "Red" "Green" "Black"

$`Odd numbers`

[,1] [,2] [,3]

[1,] 1 5 9

[2,] 3 7 11

$`Language(s)`

$`Language(s)`[[1]]

[1] "Python"

$`Language(s)`[[2]]

[1] "PHP"

$`Language(s)`[[3]]

[1] "Java"

> print('1st element:')

[1] "1st element:"

> print(list\_data[1])

$Color

[1] "Red" "Green" "Black"

> print('2nd element:')

[1] "2nd element:"

> print(list\_data[2])

$`Odd numbers`

[,1] [,2] [,3]

[1,] 1 5 9

[2,] 3 7 11

**EXPERIMENT 23:**

**Write a R program to create a list containing a vector, a matrix and a list and remove the second element.**

**Description:**

The vector to be deleted can be assigned to a **NULL** value using its corresponding position in the list. The changes are made to the original list. The vectors can be deleted at any position in the list, thereby, the size reduces by one and the elements are pushed back accordingly. The entire list can be deleted by successively forming a loop and deleting elements one by one.

**Algorithm:**

**STEP 1:** Assign variables **list\_data**  with a lists

**STEP 2:** include list of vector as **c**

**STEP 3:** include list of matrix

**STEP 4:** include list of vector as list

**STEP 5:**Print **list\_data**

**STEP 6:** Remove the second element of the list by using **list\_data[2] = NULL**

**STEP 7:**Print updated **list\_data**

**Source Code:**

list\_data <- list(c("Red","Green","Black"), matrix(c(1,3,5,7,9,11), nrow = 2),

list("Python", "PHP", "Java"))

print("List:")

print(list\_data)

print("Remove the second element of the list:")

list\_data[2] = NULL

print("New list:")

print(list\_data)

**Output:**

[1] "List:"

[[1]]

[1] "Red" "Green" "Black"

[[2]]

[,1] [,2] [,3]

[1,] 1 5 9

[2,] 3 7 11

[[3]]

[[3]][[1]]

[1] "Python"

[[3]][[2]]

[1] "PHP"

[[3]][[3]]

[1] "Java"

[1] "Remove the second element of the list:"

[1] "New list:"

[[1]]

[1] "Red" "Green" "Black"

[[2]]

[[2]][[1]]

[1] "Python"

[[2]][[2]]

[1] "PHP"

[[2]][[3]]

[1] "Java"

**EXPERIMENT 24:**

**Write a R program to select second element of a given nested list**

**Description:**

An R program to select the second element of a given nested list. Here we are using a built-in function lapply() for this. Usually, in programming languages, we use loops for this type of program. There are different types of apply() functions are available to work on lists, vectors, and data frames, also they can be viewed as substitutes to the loop constructs. lapply() is one of them and ' l ' stands for list. This function helps to perform some operations on list objects and return a list of the same length as the list object given as an argument. The return list will be the result of applying FUN to the corresponding elements of X .

**Syntax:** lapply(X, FUN, …)

Where X is a vector (atomic or list) or an expression object and FUN is the function to be applied to each element of X

In this R program, we directly give the values to a built-in function lapply(). Here we are using the variable **values\_lst**for holding the nested list**.**And variable **rslt\_lst**is the result list after applying the function to each element of **values\_lst.**Call the function lapply() for applying the function FUN to list elements, FUN we used is a double square ' [[ ' which will extract one element from a list, here we are selecting the second element of each nested list.

**Algorithm:**

**STEP 1**: Assign variable **values\_lst**with a nested list

**STEP 2**: Print the original nested list

**STEP 3**: Call the apply function as lapply(values\_1st,’[[‘,2)for finding the second element of each list

**STEP 4**: Assign result list into the variable **rslt\_lst**

**STEP 4**: Print the result

**Source Code:**

values\_lst = list(list(1,3), list(2,5), list(6,7))

print("Original nested list is:")

print(values\_lst)

rslt\_lst = lapply(values\_lst, '[[', 2)

print("Second element of the nested list is:")

print(rslt\_lst)

**Output:**

[1] "Original nested list is:"

[[1]]

[[1]][[1]]

[1] 1

[[1]][[2]]

[1] 3

[[2]]

[[2]][[1]]

[1] 2

[[2]][[2]]

[1] 5

[[3]]

[[3]][[1]]

[1] 6

[[3]][[2]]

[1] 7

[1] "Second element of the nested list is:"

[[1]]

[1] 3

[[2]]

[1] 5

[[3]]

[1] 7

**EXPERIMENT 25:**

**Write a R program to merge two given lists into one list.**

**Description:**

An R program to merge two given lists into one list. Here we are using a built-in combine function **c()** for this. This function helps to combine its arguments to form a list in this, all the arguments are coerced to a common type and it is the type of the return value.

**Syntax:** c(…)

Where ... indicates object to be concatenate

In this R program, we directly give the values to a built-in function c(). Here we are using variables **lst1,lst2**for holding the list elements of two different types**.**Call the function c() for merging the two lists and assign them to a list variable **merge\_lst**.

**Algorithm:**

**STEP 1**: Assign variables **lst1,lst2** with a list of two different types

**STEP 2**: Print the original lists

**STEP 3**: Merge the two lists by calling the combine function as c(lst1,lst2)

**STEP 4**: Assign merged lists into the variable **merge\_lst**

**STEP 5**: Print the merged list **merge\_lst**

**Source Code:**

lst1 = list(5,2,1)

lst2 = list("Red", "Green", "Black")

print("Original lists:")

print(lst1)

print(lst2)

print("Merge the lists:")

merge\_lst = c(lst1, lst2)

print("New merged list:")

print(merge\_lst)

**Output:**

[1] "Original lists:"

[[1]]

[1] 5

[[2]]

[1] 2

[[3]]

[1] 1

[[1]]

[1] "Red"

[[2]]

[1] "Green"

[[3]]

[1] "Black"

[1] "Merge the lists:"

[1] "New merged list:"

[[1]]

[1] 5

[[2]]

[1] 2

[[3]]

[1] 1

[[4]]

[1] "Red"

[[5]]

[1] "Green"

[[6]]

[1] "Black"

**EXPERIMENT 26:**

**Write a R program to create a list named s containing sequence of 15 capital letters,**

**starting from ‘E’.**

**Description:**

We will get all letters in lowercase sequence by using the letters function

**Syntax:**

letters

**Example:** Return all lowercase letters using letters function

**# return all lower case letters in sequence**

**print(letters)**

**Output:**

[1] “a” “b” “c” “d” “e” “f” “g” “h” “i” “j” “k” “l” “m” “n” “o” “p” “q” “r” “s”

[20] “t” “u” “v” “w” “x” “y” “z”

We will get all letters in uppercase sequence by using LETTERS function.

**Syntax:**

LETTERS

**Example:** Return all uppercase letters using LETTERS function

# return all upper case letters in sequence

**print(LETTERS)**

**Output:**

[1] “A” “B” “C” “D” “E” “F” “G” “H” “I” “J” “K” “L” “M” “N” “O” “P” “Q” “R” “S”

[20] “T” “U” “V” “W” “X” “Y” “Z”

We can get the subsequence of letters using the index. Index starts with 1 and ends with 26 (since there are 26 letters from a to z). We are getting from letters/LETTERS function.

**Syntax:**

letters[start:end]

LETTERS[start:end]

Where, start is the starting letter index and end is the ending letter index.

**Example:** R program to get subsequence letters using index

# return all upper case letters from

# index 1 to index 12

**print(LETTERS[1:12])**

# return all lower case letters from

# index 1 to index 12

**print(letters[1:12])**

# return all upper case letters from

# index 5 to index 26

**print(LETTERS[5:26])**

# return all lower case letters from

# index 5 to index 26

**print(letters[5:26])**

**Output:**

[1] “A” “B” “C” “D” “E” “F” “G” “H” “I” “J” “K” “L”

[1] “a” “b” “c” “d” “e” “f” “g” “h” “i” “j” “k” “l”

[1] “E” “F” “G” “H” “I” “J” “K” “L” “M” “N” “O” “P” “Q” “R” “S” “T” “U” “V” “W” “X” “Y” “Z”

[1] “e” “f” “g” “h” “i” “j” “k” “l” “m” “n” “o” “p” “q” “r” “s” “t” “u” “v” “w” “x” “y” “z”

Random sequence of letters using sample() function

Here in this scenario, we will get the random letters randomly using sample() function. sample() function is used to generate random letters

**Syntax:**

sample(letters/LETTERS,size)

Where,

**letters/LETTERS** is a function that is a first parameter to display letters in lower/upper case

**size** is used to get the number of letters randomly

**Example:** R program to display random letters

sample(letters, 20)

**Output:**

[1] “k” “p” “g” “c” “j” “r” “s” “u” “h” “i” “d” “o” “a” “m” “y” “f” “t” “l” “q” “b”

**match()** function in [R Language](https://www.geeksforgeeks.org/introduction-to-r-programming-language/) is used to return the positions of the first match of the elements of the first vector in the second vector. If the element is not found, it returns NA.

**Syntax:** match(x1, x2, nomatch)

**Parameters:**  
**x1:** Vector 1  
**x2:** Vector 2  
**nomatch:** value to be returned in case of no match

**Algorithm:**

**STEP1:**Assign **l** as sequence of letters. **Step 2:**Sequence of Letters Starts from E and end with E+15**(T)** by calling **LETTERS [match("E", LETTERS):(match("E", LETTERS)+15)]**

**Step 3: Print Sequence of letters.**

**Source Code:**

l = LETTERS[match("E", LETTERS):(match("E", LETTERS)+15)]

print("Content of the list:")

print("Sequence of 15 capital letters, starting from ‘E’-")

print(l)

**Output:**

"Content of the list:"

"Sequence of 15 capital letters, starting from ‘E’-"

"E" "F" "G" "H" "I" "J" "K" "L" "M" "N" "O" "P" "Q" "R" "S" "T"

**EXPERIMENT 27:**

**Write a R program to assign new names "a", "b" and "c" to the elements of a given list.**

**Description:**

**names()** function in [R Language](https://www.geeksforgeeks.org/introduction-to-r-programming-language/) is used to get or set the name of an Object. This function takes object i.e. vector, matrix or data frame as argument along with the value that is to be assigned as name to the object. The length of the value vector passed must be exactly equal to the length of the object to be named.

**Syntax:** names(x) <- value

**Parameters:**  
**x:** Object i.e. vector, matrix, data frame, etc.  
**value:** Names to be assigned to x

**Algorithm**

**STEP 1**: Assign variables **L1**with a list

**STEP 2**: Create **L1** with 3 sets of elements **g1,g2,g3**

**STEP 3**: Print the original lists

**STEP 4**: Add a new names **a,b,c** to the element of the list as  **names(L1) = c("a", "b", "c")**

**STEP 5**: Print the final list **L1**

**Source Code:**

list1 = list(g1 = 1:10, g2 = "R Programming", g3 = "HTML")

print("Original list:")

print(list1)

names(list1) = c("a", "b", "c")

print("Assign new names 'a', 'b' and 'c' to the elements of the said list")

print(list1)

**Output:**

"Original list:"

$g1

1 2 3 4 5 6 7 8 9 10

$g2

"R Programming"

$g3

"HTML"

"Assign new names 'a', 'b' and 'c' to the elements of the said list"

$a

1 2 3 4 5 6 7 8 9 10

$b

"R Programming"

$c

"HTML"

**EXPERIMENT 28:**

**Write a R program to find the levels of factor of a given vector.**

**Description:**

An R program to find the levels of a factor of a given vector. Here we are using built-in functions **levels(factor())** for this calculation. The vector values are passed to these functions directly here. The **levels(factor()** function in R computes the levels of factors of the vector in a single function.

Using the function **factor()**we can create a factor of the vector and by using the **level()** function we can find levels of a factor. Factors are stored as integer vectors and which is closely related to vectors.

In the R program to find the levels of a factor of a given vector. In this R program, we directly give the values to built-in functions. And print the function result. Here we used variable **v** for assigning vector values.

**Algorithm:**

**STEP 1**: Assign variable **v** with vector values

**STEP 2**: Use the built-in functions

**STEP 3**: First print original vector values

**STEP 4**: levels(factor(v) with an argument as **v** to find levels of factors

**STEP 5**: print the result of the function

**Source Code:**

v = c(1, 2, 3, 3, 4, NA, 3, 2, 4, 5, NA, 5)

print("Original vector:")

print(v)

print("Levels of factor of the said vector:")

print(levels(factor(v)))

**Output:**

"Original vector:"

1 2 3 3 4 NA 3 2 4 5 NA 5

"Levels of factor of the said vector:"

"1" "2" "3" "4" "5"

**EXPERIMENT 29:**

**Write a R program to create an ordered factor from data consisting of the names of**

**months.**

**Description:**

The **table()** function in R can be used to quickly create frequency tables.

This tutorial provides examples of how to use this function with the following data frame in R:

#create data frame

df <- data.frame(player = c('AJ', 'Bob', 'Chad', 'Dan', 'Eric', 'Frank'),

position = c('A', 'B', 'B', 'B', 'B', 'A'),

points = c(1, 2, 2, 1, 0, 0))

#view data frame

df

player position points

1 AJ A 1

2 Bob B 2

3 Chad B 2

4 Dan B 1

5 Eric B 0

6 Frank A 0

### **Example 1: Frequency Table for One Variable**

The following code shows how to create a frequency table for the **position** variable in our data frame:

#calculate frequency table for position variable

table(df$position)

A B

2 4

From the output we can observe:

* 2 players in the data frame have a position of ‘**A**‘
* 4 players in the data frame have a position of ‘**B**‘

### **Example 2: Frequency Table of Proportions for One Variable**

The following code shows how to use **prop.table()** to create a frequency table of proportions or the **position** variable in our data frame:

#calculate frequency table of proportions for position variable

prop.table(table(df$position))

A B

0.3333333 0.6666667

From the output we can observe:

* 33.33% of players in the data frame have a position of ‘**A**‘
* 66.67% of players in the data frame have a position of ‘**B**‘

Note that in a proportion table the sum of the proportions will always be equal to 1.

### **Example 3: Frequency Table for Two Vaiables**

### The following code shows how to create a frequency table for the  **position**  and  **points**variable in our data frame:

#calculate frequency table for position and points variable

table(df$position, df$points)

0 1 2

A 1 1 0

B 1 1 2

From the output we can observe:

* 1 player in the data frame has a position of ‘**A**‘ and **0** points
* 1 player in the data frame has a position of ‘**A**‘ and **1** point
* 0 players in the data frame have a position of ‘**A**‘ and **2** points
* 1 player in the data frame has a position of ‘**B**‘ and **0** points
* 1 player in the data frame has a position of ‘**B**‘ and **1** point
* 2 players in the data frame have a position of ‘**B**‘ and **2** points

### **Example 4: Frequency Table of Proportions for Two Variables**

### The following code shows how to create a frequency table of proportions for the **position**  and **points**variable in our data frame:

#calculate frequency table of proportions for position and points variable

prop.table(table(df$position, df$points))

0 1 2

A 0.1666667 0.1666667 0.0000000

B 0.1666667 0.1666667 0.3333333

From the output we can observe:

* 16.67% of players in the data frame have a position of ‘**A**‘ and **0** points
* 16.67% of players in the data frame have a position of ‘**A**‘ and **1** point
* 0% of players in the data frame have a position of ‘**A**‘ and **2** points
* 16.67% of players in the data frame have a position of ‘**B**‘ and **0** points
* 16.67% of players in the data frame have a position of ‘**B**‘ and **1** point
* 33.3% of players in the data frame have a position of ‘**B**‘ and **2** points

Note that we can also use the **options()** function to specify how many decimals to show in the proportion table:

#only display two decimal places

options(digits=2)

#calculate frequency table of proportions for position and points variable

prop.table(table(df$position, df$points))

0 1 2

A 0.17 0.17 0.00

B 0.17 0.17 0.33

**Algorithm:**

**STEP 1**: Assign variable **v** with vector values

**STEP 2**: First print original vector values

**STEP 3**: Use the built-in functions

**STEP 4**: factor(mons\_v) value assign to f to print levels factors of the vector

**STEP 5**: print levels with table format by using **table(f)**

**Source Code:**

mons\_v = c("March","April","January","November","January",

"September","October","September","November","August","February",

"January","November","November","February","May","August","February",

"July","December","August","August","September","November","September",

"February","April")

print("Original vector:")

print(mons\_v)

f = factor(mons\_v)

print("Ordered factors of the said vector:")

print(f)

print(table(f))

**Output:**

"Original vector:"

"March" "April" "January" "November" "January" "September"

"October" "September" "November" "August" "February" "January"

"November" "November" "February" "May" "August" "February"

"July" "December" "August" "August" "September" "November"

"September" "February" "April"

"Ordered factors of the said vector:"

March April January November January September October

September November August February January November November

February May August February July December August

August September November September February April

11 Levels: April August December February January July March May ...September

f

April August December February January July March May

2 4 1 4 3 1 1 1

November October September

5 1 4

**EXPERIMENT 30:**

**Write a R program to concatenate two given factor in a single factor.**

**Description:**

An R program to concatenate two given factors into a single factor. We can accomplish the concatenation using built-in functions such as levels() and factor(). In this case, the vector values are passed directly to these functions.

Using the function factor() we can create a factor of the vector and by using the level() function we find the levels of a factor. Factors are stored as integer vectors and are closely related to vectors.

**Syntax:**

levels(x) #where x is an object, for example, a factor

factor(x = character(), levels, labels = levels,exclude = NA, ordered = is.ordered(x), nmax = NA)

#Where x is a vector of data, usually taking a small number of distinct values

In this R program, we directly give the values to built-in functions. And print the function result. Here we used two variables namely fact1 and fact2 for assigning factor values. The third variable fact contains the concatenated factor and finally prints the resulting factor.

**Algorithm:**

**STEP 1**: Assign variable **fact1,fact2**with factor values

**STEP 2**: First print original factors values

**STEP 3**:Call the built-in function factor with level as **factor(c(levels(fact1)[fact1], levels(fact2)[fact2]))**

**STEP 4**: Assign variable **fact**with the function result

**STEP 5**: Print the concatenated factor

**Source Code:**

fact1 <- factor(sample(LETTERS, size=6, replace=TRUE))

fact2 <- factor(sample(LETTERS, size=6, replace=TRUE))

print("Original factors are:")

print(fact1)

print(fact2)

fact= factor(c(levels(fact1)[fact1], levels(fact2)[fact2]))

print("After concatenate factor becomes:")

print(fact)

**Output:**

[1] "Original factors are:"

[1] Q Y M J J H

Levels: H J M Q Y

[1] B J L S F Z

Levels: B F J L S Z

[1] "After concatenate factor becomes:"

[1] Q Y M J J H B J L S F Z

Levels: B F H J L M Q S Y Z